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Assignment Details 
 

08964 Assessment Description 
 
Derek Wills, Warren Viant and Darren McKie 
 

1.0 Aim 

The aim of the assessment is to create a simulation of a Galton Box variation, distributed across two 

PC computers.   

 

2.0 Configuration 

The basic box used in this simulation is constructed from two transparent faces that sandwich a 

number of regularly placed pins (figure 1).  Pins, diameter 2.5 cm, are placed in rows across the box, 

each pin separated by 10 cm.  Alternate rows are displaced horizontally by 5 cm.  The odd numbered 

rows (row 1 being the first row of pins from the top of the Galton Box) will have 10 pins, the even 

rows will have 9 pins. The vertical distance between rows is also 10 cm.  The distance between the 

front and back plane is 20 cm, which is also the depth of each pin. There should be a total of 12 rows 

of pins. 

http://intra.net.dcs.hull.ac.uk/sites/home/student/default.aspx


 

figure 1 – Galton Box example 

At the top of the box is a launch area for ball to fall.  Each ball may drop from any point from this top 

area and therefore may take a different route through the box.  At the bottom of the box are a 

number of exit slots which align with the gaps between the bottom row of pins. 

In the initial configuration of the box, a zig-zag of polygons make up the sides of the box, connecting 

pins along each edge.  A variation to this configuration is to replace each edge polygon with a 

deformable net which will react to impacts from the balls as they drop through the box. 

Three types of ball will be required, all with a diameter 4 cm, but made from different materials – 

metal, wood and rubber.  Each material should have a realistic coefficient of elasticity and frictional 

coefficient.  The mass of a rubber ball should be m grams, a wooden ball 3m/2 grams and the metal 

ball 3m grams.  The mass of the rubber, wooden, and metal balls should be set from a configuration 

file. 

Balls, when dropped, will collide with: 

1. Pins:  Collision detection between a pin and a ball will be needed, together with a collision 

response. 

2. Balls: One ball may collide with another.  This must be detected and dependent upon their 

materials, a suitable collision response calculated. 

3. Front and back face: A collision detection/response is required between a ball and plane face. 

4. Edge polygon:  Similar to 3 but the polygons are angled.  Friction should be considered. 



5. Deformable nets: Collision detection between a ball and the deformable nets is required.  

Under impact the mesh should deform and the ball react appropriately 

6. Exit slots: The exit slot taken by the ball should be recorded and for each slot the accumulation 

of balls passing through it should be recorded. 

 

 

3.0 Implementation 

The simulation should be implemented in C++ and OpenGL/gxBase. 

The Galton Box should be implemented on two PCs, the top half of the box should be on PC 1 (the 

emitter and the top 6 rows of pins) and the bottom half on PC 2 (bottom 6 rows of pins and the exit 

slots).  Balls should fall from one machine to the other but equally, balls should be able to bounce back 

onto PC 1. 

The graphical representation of the box should be a full 3D perspective view which can be rotated by 

use of the mouse.  The +/- keys should alter the rate that balls are dispatched from the top of the box, 

ranging from 1 to at least 100 balls falling through the system at any instant of time.  Balls should be 

textured/coloured differently to differentiate between metal, wood and rubber.  Key 1 should select 

all metal balls, key 2 all wooded balls, key 3 all rubber balls and key 4 should select a random selection 

of the three type of ball. 

As balls fall through a slot they disappear, but below each slot you should indicate the number of balls 

that have fallen through the slot since the start of the simulation – this may either be graphical or 

numerical.  You should also display the difference between the number of balls emitted from the top 

and the total number of balls that have fallen through slots at the bottom.  In this way it will be clear 

how many balls have escaped the system due to problems with collision detection or have become 

stuck as they pass down the box.  Key ‘m’ should toggle between the flat solid edge polygons and the 

deformable nets. 

Key ‘s’ should toggle the simulation between running and paused. Key ‘x’ should halt the simulation 

and exit.  When paused, the user should still be able to rotate the scene and zoom in and out using the 

‘<’ and ’>’ keys. 

The ‘space’ bar should be used to toggle between real-time simulation and 1/10 time simulation.  

1/10 time simulation, where time passes 10 time slower than normal, is included to allow for better 

observation of collision detection and responses within your system. 

 

 

 



 

4.0 Physics 

The initial implementation can assume that the balls act like particles, allowing you to ignore spin in 

your calculations.  However, further marks will be awarded if you include spin and inertia in your final 

implementation.  Elasticity should be included in all reactions and further marks will be awarded if 

friction is also included.  It is suggested that a spring/dashpot approach is used for the nets at the side 

of the box. 

5.0 Threading 

The simulation should be implemented across the 4 CPU cores on the games lab PCs. 

 Core 1: Graphics, UI, networking 

 Core 2: Physics (including collision detection, response, and net) 

 Core 3: Physics (including collision detection, response, and net) 

 Core 4: Physics (including collision detection, response, and net) 

 

Cores 2 to 4 should be load balanced to ensure equal distribution of load.  To demonstrate the 

effectiveness of the load balancing, a graphical output of the CPU’s idle time is required.  The output 

should show the percentage of Idle time (Y axis) plotted against time (X axis), across each CPU, 

updated once per frame.  Use the system clock to determine the ideal time for each core. 

Only the Win32 threading library is permitted 

6.0 Networking 

The simulation is to be split across two PCs using a peer to peer network configuration.  Each PC runs 

identical simulation software, including graphics, UI, networking and physics.  Balls are released on the 

1st PC, and travel through the Galton Box.  Upon reaching the halfway point (as described above) the 

ball details are transferred to the 2nd PC where the simulation continues.  As noted above, it is possible 

for balls to bounce back from the 2nd PC to the 1st PC. 

Fault tolerance is to be provided on the network connection.  If the connection is broken, the 1st PC 

will record the balls as leaving, but they will not be transferred to the 2nd PC.  Once the connection is 

re-established the simulation will continue and balls will once again be transferred.  Balls that failed to 

transfer are lost and recorded as such. 

Only the winsock networking library is permitted 

 



 

7.0 Report Details 

Threading / Distribution 

o A diagram of the system architecture, clearly showing the major processes within the 

implementation and how they are mapped to threads, cores and multiple PCs. 

o A short explanation of the strategy employed to manage the interactions between the 

multi-threaded physics code and the ball database.  The explanation should include a 

critique of the effectiveness of your approach and the lessons learnt from this 

implementation.  [Maximum 2 pages, including diagrams] 

Simulation 

o A short explanation of the collision detection and response algorithm that you have 
employed for ball collision with a cylindrical pin. Your description should include any 
mathematical equations that you have employed and you should also include a critique on 
the effectiveness of your approach. [Maximum 2 pages, including diagrams] 

 
 
Marks will be lost if you exceed page limits (see handbook for Over length penalties) 


